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**CMP305L - Data Structures and Algorithms Lab**

**Lab. Assignment 9 – Application of Recursion**

***Objectives:***

To understand

* Program recursive functions with accumulators
* Implement recursive traversal of linked lists
* Develop programs that make use of recursion

***Note:***

***Lab:*** Exercises 1,2 and 3 (10 marks)

***Bonus*:** Exercise 4 (1 mark)

**Exercise 1**

Implement a recursive function *PI(n*) that calculates *π*with *n*terms, as per the series given below. Write two versions: (a) *without* accumulator and (b) *with accumulator.* Note that you need first to derive a proper recurrence formula, then implement it.

**π = 3** +

1. Code:

double PI(int n = 3)

{

if(n == 0) return 3.0;

int den = 2 \* n;

double fraction = 4.0/((den) \* (den+1) \* (den+2));

fraction \*= (n % 2 == 0 ? -1 : 1);

return fraction + PI(--n);

}

int main()

{

int n;

cout << "Enter how many terms of PI to calculate: ";

//term with 3 is the 0th term

cin >> n;

cout << PI(n);

return 0;

}
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1. Code:

double PI(int n = 3, double acc = 3.0)

{

if(n == 0) return acc;

int den = 2 \* n;

double fraction = 4.0/((den) \* (den+1) \* (den+2));

acc += (n % 2 == 0 ? -1 : 1) \* fraction;

return PIAcc(--n, acc);

}

int main()

{

int n;

cout << "Enter how many terms of PI to calculate: ";

//term with 3 is the 0th term

cin >> n;

cout << PI(n);

return 0;

}

Screenshot:

![](data:image/png;base64,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)

**Exercise 2**

Write a recursive function that mixes up the elements of two given linked lists i.e., taking an element alternately from one then from the other, etc. The lists may be of any length; the extra elements from the longer list should be appended at the end. Use singly linked lists from Lab 3.

*Examples:* head = alternateMix( headList1, headList2 );

If headList1 points to the list [3,4,7] and headList2 points to the list [2,5,6,8,] then head will point to a new list containing [3,2,4,5,7,6,8].

Likewise, mixing the two lists [2,4,6,8] and [3,5,7] will produce the new list [2,3,4,5,6,7,8], while mixing [7,1,4] and [2,8,9,5,3,6] will yield [7,2,1,8,4,9,5,3,6].

**Code:**

#include <iostream>

#include <string>

using namespace std;

//defining single node

template <typename Object>

struct SingleNode {

Object data;

SingleNode\* next;

SingleNode(const Object& d = Object{}, SingleNode\* n = nullptr) //constructor initializing data to empty object and

: data{ d }, next{ n } { } //next pointer to null

};

//function to create Singly Linked List with an array of values

template <typename Object>

SingleNode<Object>\* createSLL(Object ary[], int size) //arguments are array of Object and size of array

{

SingleNode<Object>\* first = new SingleNode<Object>(ary[0]); //create structure instance and point to first element of array

SingleNode<Object>\* temp = first; //create temp instance and point to first element of array

for (int i = 1; i < size; i++)

{

SingleNode<Object>\* node = new SingleNode<Object>(ary[i]); //create instances called nodes and point to array elements

temp->next = node; //next pointer of first element points to node

temp = node; //with each iteration, the previous node's next pointer will point to current node

}

return first; //return pointer to first element of array

}

template <typename Object>

void printSLL(SingleNode<Object>\* head)

{

while (head != nullptr)

{

cout << head->data << "\t";

head = head->next;

}

cout << endl;

}

template <typename Object>

SingleNode<Object>\* alternateMix(SingleNode<Object>\* headList1, SingleNode<Object>\* headList2) {

if (headList1 == nullptr && headList2 == nullptr) return nullptr;

if (headList1 != nullptr && headList2 == nullptr) return headList1;

if (headList1 == nullptr && headList2 != nullptr) return headList2;

//None of the above, hence normal case where we add alternate node:

headList1->next= alternateMix(headList2, headList1->next);

return headList1;

}

int main() {

int arr1[] = { 1,2,3,4,5,6 }, size = 6;

int arr2[] = { 7,8,9,10,11,12 };

SingleNode<int>\* head1 = createSLL<int>(arr1, size);

SingleNode<int>\* head2 = createSLL<int>(arr2, size);

cout << "Printing List1: \n";

printSLL(head1);

cout << endl;

cout << "Printing List2: \n";

printSLL(head2);

cout << endl;

SingleNode<int>\* newhead = alternateMix(head1, head2);

cout << "Printing alternate list:\n";

printSLL(newhead);

cout << endl;

return 0;

}

**Screenshot:**

![](data:image/png;base64,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)

***Exercise 3:***

Using the given program demo/shell, write a recursive function that draws an *H-Tree* of given depth *N*. The five *H-Trees* for *N= 1* to *N= 5* are shown hereafter, for your reference.

Note that the task only requires to devise the recursive logic. All graphic code is included and you only need to use the *drawH()* and *drawline()* functions, as may be necessary.

|  |  |  |
| --- | --- | --- |
| http://www.itu.dk/people/kasper/BITP-2011/00_Revision%20exercises/recursive_procedures/applet/htree1.jpg | https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcSD5ZVuteLxDQ1F8hTNBOiiKH9BVndqTIycjpFBOg9DvRDS2ONm3g | http://www.cs.princeton.edu/courses/archive/fall02/cos126/assignments/htree3.jpg |
| http://www.cs.princeton.edu/courses/archive/spr01/cs126/assignments/htree4.jpg | http://www.cs.princeton.edu/courses/archive/fall03/cs126/assignments/htree5.png |  |

**Note:** This program uses the *simple-SVG* library from <https://github.com/adishavit/simple-svg>. Interestingly, the entire library is contained in a single header file: *simple\_svg\_1.0.0.hpp.*

Windows users: The library is included in the Visual Studio project given to you.

Mac users: You can use Xcode if you are familiar with it or, simply, you can compile the code in the Terminal with *g++ -std=c++11 -o demo demo.cpp* and run the program as *./demo.*

The easiest way to view the created SVG image is to drag and drop it in your web browser.

**CODE:**

// A simple-SVG program example -- Michel Pasquier, 28 March 2021

//

// This demo program uses the Simple-SVG library to draw lines and create

// images for CMP 305 labs. All graphic code is provided so one can focus

// solely on the logic of the application and recursively drawing shapes.

//

// Change the code where indicated below to implement your own function,

// calling drawline(a, b) as necessary. See sample usage, also to create

// points... Change the title as you wish e.g., to display your name/s.

//

// Compile on macOS in the Terminal with: g++ -std=c++11 -o test demo.cpp

// Run the program in the Terminal with: ./demo

// Drag and drop the created SVG image in your web browser to see it.

//

// The library consists of a single header file, included below, and can

// be found at https://github.com/adishavit/simple-svg (was from Google).

// The following code is adapted from the given main program example.

#include "simple\_svg\_1.0.0.hpp"

using namespace svg;

#include <string>

using namespace std;

void drawline( Point a, Point b, Document& doc, Color color ) {

doc << (Polyline{ Stroke{1, color}} << a << b );

}

// draw a single H, centered at x,y of the given side length

void drawH( double x, double y, double len, Document& doc, Color color ) {

// compute the coordinates of the 4 tips of the H

double x0 = x-len/2, x1 = x+len/2, y0 = y-len/2, y1 = y+len/2;

// draw the 3 line segments of the H: left, right, horizontal

drawline( Point{x0,y0}, Point{x0,y1}, doc, color );

drawline( Point{x1,y0}, Point{x1,y1}, doc, color );

drawline( Point{x0,y}, Point{x1,y}, doc, color );

}

// plot a H-tree of order n centered at x,y of the given length

void drawHtree( int n, double x, double y, double len, Document& doc, Color color ) {

if (n == 1) return;

drawH(x - len / 2, y - len / 2, len / 2, doc, color);

drawH(x - len / 2, y + len / 2, len / 2, doc, color);

drawH(x + len / 2, y - len / 2, len / 2, doc, color);

drawH(x + len / 2, y + len / 2, len / 2, doc, color);

drawHtree(n-1, x - len / 2, y - len / 2, len / 2, doc, color);

drawHtree(n-1,x - len / 2, y + len / 2, len / 2, doc, color);

drawHtree(n-1,x + len / 2, y - len / 2, len / 2, doc, color);

drawHtree(n-1,x + len / 2, y + len / 2, len / 2, doc, color);

}

int main() {

const int SIZE {340}; // dimensions of the square image

string FILE {"ztest\_image.svg"}; // name of the saved image file

string TITLE {"H-tree Fractal"}; // title text displayed at top left

Dimensions dim{ SIZE, SIZE };

Document doc{ FILE, Layout{ dim, Layout::TopLeft }};

doc << Rectangle{ Point{0, 0}, dim.width, dim.height, Color::Black };

doc << Text{ Point{10, 16}, TITLE, Color::Green, Font{ 10, "Verdana" }};

drawH(SIZE/2, SIZE/2, SIZE/2, doc, Color::Green);

drawHtree( 3, SIZE/2, SIZE/2, SIZE/2, doc, Color::Green );

// end of your code

doc.save();

}

**Screenshot:**
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**Bonus:**

***Exercise 4:***

Write the below functions,

1. Write and test an accumulator recursive function that takes two vector iterators, it1 and it2 as parameters and returns the sum of the numbers of the vector between it1 and it2.

double calculate(vector<int>::iterator it1,

vector<int>::iterator it2, double sum=0)

1. Generalize the code in part (a) by making it a function templates, i.e.:

template< typename Iter, typename Value >

Value Sum( Iter it1, Iter it2, Value sum );

1. **Code:**

//Q4)a)

double calculate(vector<double>::iterator it1, vector<double>::iterator it2, double sum = 0) {

if (it1 >= --it2) return (sum);

sum += (\*it1)+(\*it2);

return calculate(++it1, it2, sum);

}

int main() {

vector<double> arr = { 1,2,3,4,5,6,7,8,9,10 };

cout << calculate(arr.begin(), arr.end()) << endl;

return 0;

}

**Screenshot:**
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1. **Code:**

//Q4)b)

template< typename Iter, typename Value >

Value Sum(Iter it1, Iter it2, Value sum) {

if (it1 >= --it2) return (sum);

sum += (\*it1) + (\*it2);

return calculate(++it1, it2, sum);

}

int main() {

vector<double> arr = { 1,2,3,4,5,6,7,8,9,10 };

cout << Sum(arr.begin(), arr.end(),0.0) << endl;

return 0;

}
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