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**CMP305L - Data Structures and Algorithms Lab**

**Lab. Assignment 9 – Application of Recursion**

***Objectives:***

To understand

* Program recursive functions with accumulators
* Implement recursive traversal of linked lists
* Develop programs that make use of recursion

***Note:***

***Lab:*** Exercises 1,2 and 3 (10 marks)

***Bonus*:** Exercise 4 (1 mark)

**Exercise 1**

Implement a recursive function *PI(n*) that calculates *π*with *n*terms, as per the series given below. Write two versions: (a) *without* accumulator and (b) *with accumulator.* Note that you need first to derive a proper recurrence formula, then implement it.

**π = 3** +

1. Code:
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**Exercise 2**

Write a recursive function that mixes up the elements of two given linked lists i.e., taking an element alternately from one then from the other, etc. The lists may be of any length; the extra elements from the longer list should be appended at the end. Use singly linked lists from Lab 3.

*Examples:* head = alternateMix( headList1, headList2 );

If headList1 points to the list [3,4,7] and headList2 points to the list [2,5,6,8,] then head will point to a new list containing [3,2,4,5,7,6,8].

Likewise, mixing the two lists [2,4,6,8] and [3,5,7] will produce the new list [2,3,4,5,6,7,8], while mixing [7,1,4] and [2,8,9,5,3,6] will yield [7,2,1,8,4,9,5,3,6].

***Exercise 3:***

Using the given program demo/shell, write a recursive function that draws an *H-Tree* of given depth *N*. The five *H-Trees* for *N= 1* to *N= 5* are shown hereafter, for your reference.

Note that the task only requires to devise the recursive logic. All graphic code is included and you only need to use the *drawH()* and *drawline()* functions, as may be necessary.
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| http://www.itu.dk/people/kasper/BITP-2011/00_Revision%20exercises/recursive_procedures/applet/htree1.jpg | https://encrypted-tbn2.gstatic.com/images?q=tbn:ANd9GcSD5ZVuteLxDQ1F8hTNBOiiKH9BVndqTIycjpFBOg9DvRDS2ONm3g | http://www.cs.princeton.edu/courses/archive/fall02/cos126/assignments/htree3.jpg |
| http://www.cs.princeton.edu/courses/archive/spr01/cs126/assignments/htree4.jpg | http://www.cs.princeton.edu/courses/archive/fall03/cs126/assignments/htree5.png |  |

**Note:** This program uses the *simple-SVG* library from <https://github.com/adishavit/simple-svg>. Interestingly, the entire library is contained in a single header file: *simple\_svg\_1.0.0.hpp.*

Windows users: The library is included in the Visual Studio project given to you.

Mac users: You can use Xcode if you are familiar with it or, simply, you can compile the code in the Terminal with *g++ -std=c++11 -o demo demo.cpp* and run the program as *./demo.*

The easiest way to view the created SVG image is to drag and drop it in your web browser.

**Bonus:**

***Exercise 4:***

Write the below functions,

1. Write and test an accumulator recursive function that takes two vector iterators, it1 and it2 as parameters and returns the sum of the numbers of the vector between it1 and it2.

double calculate(vector<int>::iterator it1,

vector<int>::iterator it2, double sum=0)

1. Generalize the code in part (a) by making it a function templates, i.e.:

template< typename Iter, typename Value >

Value Sum( Iter it1, Iter it2, Value sum );

1. **Code:**

//Q4)a)

double calculate(vector<double>::iterator it1, vector<double>::iterator it2, double sum = 0) {

if (it1 >= --it2) return (sum);

sum += (\*it1)+(\*it2);

return calculate(++it1, it2, sum);

}

int main() {

vector<double> arr = { 1,2,3,4,5,6,7,8,9,10 };

cout << calculate(arr.begin(), arr.end()) << endl;

return 0;

}

**Screenshot:**

![](data:image/png;base64,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)

1. **Code:**

//Q4)b)

template< typename Iter, typename Value >

Value Sum(Iter it1, Iter it2, Value sum) {

if (it1 >= --it2) return (sum);

sum += (\*it1) + (\*it2);

return calculate(++it1, it2, sum);

}

int main() {

vector<double> arr = { 1,2,3,4,5,6,7,8,9,10 };

cout << Sum(arr.begin(), arr.end(),0.0) << endl;

return 0;

}

**Screenshot:**
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